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1
METHODS AND SYSTEMS FOR
OPTIMALLY SELECTING AN ASSIST UNIT

BACKGROUND

1. Field of the Invention

The present invention generally relates to microproces-
sors and, more particularly, to methods and systems that help
accelerate a microprocessor’s execution of functions by
optimally selecting an available assist unit.

2. Relevant Background

Integrated circuits such as microprocessors contain mul-
tiple processing cores having multiple hardware threads that
receive processing requests (also referred to as software
tasks) to execute various functions for a computer. As
microprocessor technology advances, more and more com-
ponents and features are incorporated into the design of
microprocessors to execute functions at faster rates. A recent
design trend for microprocessors is to incorporate special-
ized co-processors, also referred to as accelerators or assist
units, which execute functions in targeted applications at
faster rates. The use of such assist units is typically encap-
sulated into a collection of functions (also referred to as a
library of functions) within the microprocessor. The library
of functions may be executed on older systems with con-
ventional software and on newer systems with specialized
software that leverages the available assists units.

In modern designs, a microprocessor may include one or
more assist units assigned to one or more processing cores
having multiple hardware threads. For example, a process-
ing core may have an assigned assist unit capable of execut-
ing a specific function—such as a memory copy function.
While the processing core is capable of executing the
memory copy function using one or more of the processing
core’s hardware threads, the assist unit is able to execute the
memory copy function at a faster rate. Thus, in an effort to
accelerate execution of the memory copy function, when the
processing core receives a processing request for the
memory copy function—the processing core will request
that the assigned assist unit execute the copy function. Not
only does this allow the assist unit to accelerate completion
of the processing request (execution of the function), but it
also allows the processing core to execute another memory
copy function or perform other tasks with the hardware
thread that would otherwise be executing the original
memory copy function. If additional processing requests are
made to the assigned assist unit, then the assist unit will
queue the additional processing requests and complete the
requests in turn. Accordingly, assist units may help balance
the microprocessor’s workload and accelerate execution of
functions.

SUMMARY

Typical microprocessors only check for the presence or
absence of assist units but fail to adequately address whether
an assist unit should be used in the first place. While assist
units may accelerate execution of functions, assist units may
also delay execution of functions by increasing completion
times for processing requests. Accordingly, a microproces-
sor may not always benefit from using an assist unit.

For example, assume that a microprocessor (also referred
to as a microprocessor chip or integrated circuit) includes far
fewer assist units than hardware threads of execution (i.e.,
conventional processing means) for a particular group of
processing cores to which the assist units are assigned.
When a processing request for a specific function is received
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by a processing core, it assigns the processing request to a
hardware thread for processing. While processing the
request, the processing core (or hardware thread) checks to
see if an assist unit is present to complete the processing
request (i.e., accelerate execution of the function associated
with the processing request). If an assist unit is not present,
the hardware thread completes the processing request by
executing code that performs the function conventionally. If
an assist unit is present, the hardware thread will request that
the assist unit complete the processing request and thereby
execute the function (i.e., execute code that causes the assist
unit to perform the function) regardless of the time it will
take the assist unit to actually complete the request.

More, specifically, if the assist unit is currently busy
completing requests from other hardware threads, then the
assist unit queues the outstanding (i.e., current) request until
the assist unit completes antecedent requests. However, if
another way to process the outstanding request—such as the
original hardware thread that initiated the request or another
available hardware thread or a different assist unit—were
available to complete the processing request, then the assist
unit may have been delaying completion time by queuing
the outstanding processing request. That is, the assist unit
may have delayed completion time by placing the process-
ing request in the queue when the processing request could
have otherwise been completed faster by using an available
hardware thread or with another available assist unit (while
the originally assigned assist unit was completing antecedent
requests).

In this regard, disclosed herein are methods, apparatuses,
and systems that allow microprocessors to optimally select
an assist unit based on various features related to processing
request completion times in order to reduce the time it takes
to execute a function (i.e., complete a processing request).
As will be discussed in more detail herein, the present
disclosure makes use of assist unit hardware, assist unit
management software, or a combination of the two to
manage various features and determine completion times in
order to optimally select an assist unit.

The various features may include a queue of processing
requests that are pending at the assist unit, a function type
and size (number of processing steps) for each processing
request, a time unit per step (“TUPS”) value for each
function type related to the assist unit, a conventional TUPS
value for each function type related to hardware threads
using conventional software, and an assist unit counter that
tracks time units related to the assist unit.

The methods and systems may use these various features
to calculate estimated times (i) to complete the processing
request with conventional hardware threads, (ii) to complete
the same processing request with an assigned assist unit,
and/or (ii) to complete the same processing request with
another available assist unit. Once calculated, the estimated
completion times for the assigned assist unit may be com-
pared to the estimated completion time for the conventional
hardware threads, and/or the estimated completion time for
another available assist unit—in order to determine the
fastest completion time. If the assist unit has a large queue
of requests and a conventional hardware thread could com-
plete the outstanding processing request faster, then the
outstanding processing request may be sent to the hardware
thread for execution. In a similar fashion, the assist unit may
send the outstanding processing request to another available
assist unit. The processing request may be queued by the
assigned assist unit if the assist unit can complete the
requested processing request faster than other available
options.
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In one aspect, a system for optimally selecting an assist
unit to reduce completion times for completing processing
requests to execute functions includes a microprocessor
having a plurality of processing cores. Each processing core
may include multiple hardware threads for executing func-
tions (i.e., executing code that performs the function con-
ventionally), such as a copy function, an uppercase letter
function, or a comparison function. The system may further
include at least one assist unit interconnected with the
plurality of processing cores. The system may include
management software in communication with the plurality
of processing cores and the at least one assist unit. The
management software may be compatible with existing
software used by the plurality of processing cores. The
management software may manage processing requests and
locate an available assist unit to complete each processing
request. The management software may also calculate an
assist unit completion time for an outstanding processing
request, calculate a conventional completion time for the
outstanding processing request, and then compare the con-
ventional completion time to the assist unit completion time
for the outstanding processing request. The management
software may then assign the outstanding processing request
to the assist unit when the assist unit completion time is less
than the conventional completion time. Alternatively, the
management software may assign the outstanding process-
ing request to an available processing core when the assist
unit completion time is greater than the conventional
completion time.

In one embodiment, determining the assist unit comple-
tion time for the at least one outstanding processing request
may include calculating a total assist unit completion time.
The total assist unit completion time may include (1) a
remaining assist unit completion time for completing an
active request by the available assist unit, and (2) a pending
assist unit completion time for completing pending process-
ing requests by the available assist unit.

In another aspect, a method for optimally selecting an
assist unit to reduce completion times for completing pro-
cessing requests to execute functions includes receiving,
with a microprocessor, at least one processing request to
execute a function with an assist unit. The method includes
determining an assist unit completion time for completing
the processing request with the assist unit in response to the
processing request. The method further includes determin-
ing a conventional completion time for completing the
processing request with a conventional hardware thread
associated with the microprocessor. When the assist unit
completion time is less than the conventional completion
time then the assist unit will complete the processing
request. When the conventional completion time is less than
the assist unit completion time then the method may route
the processing request to the hardware thread and complete
the processing request using a conventional process that may
include conventional software.

In one embodiment, the step of determining the assist unit
completion time includes analyzing the utilization of the
assist unit with assist unit hardware. The analysis of utili-
zation may include determining a queued assist unit pro-
cessing time for completing pending requests in a queue of
requests with the assist unit, determining a current assist unit
completion time for completing the current request with the
assist unit, and summing the queued assist unit processing
time and the current assist unit completion time. The analy-
sis may further include determining a remaining processing
time for an active request being processed with the assist
unit. In some embodiments, the method may maintain a
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counter that tracks time units for completing one or more
pending requests in the queue of requests with the assist unit.
The method may also include recognizing a function type
and function size for the processing request and associating
time units to the processing request based on the function
type and the function size.

In a further aspect, a method for optimally selecting an
assist unit to reduce completion times for completing pro-
cessing requests to execute functions includes receiving a
processing request on a microprocessor having multiple
processing cores and at least one assist unit. The method
includes determining a function type and function size for
the processing request. The method then finds an available
assist unit based on the function type and function size and
assigns a processing request to the available assist unit. The
method may then calculate an assist unit completion time to
complete the processing request with the available assist
unit. In one embodiment, the method may include finding an
available processing core and calculating a conventional
completion time to complete the processing request with the
available processing core. Then, the method may designate
the available assist unit to complete the processing request
when the assist unit completion time is less than the con-
ventional completion time. Alternatively, the method may
designate the available processing core to complete the
processing request when the assist unit completion time is
greater than the conventional completion time.

In addition to the exemplary aspects and embodiments
described above, further aspects and embodiments will
become apparent by reference to the drawings and by study
of the following descriptions.

BRIEF DESCRIPTION OF THE DRAWINGS

The disclosure herein may be more completely under-
stood in consideration of the following detailed description
of various embodiments in connection with the accompa-
nying drawings, in which:

FIG. 1 is a block diagram of a prior art microprocessor
configuration having multiple processing cores, hardware
threads, and assist units to execute various functions on a
computer,

FIG. 2a is a block diagram illustrating various assist units
and processing cores in combination with management
software;

FIG. 24 is a block diagram illustrating an assist unit and
processing cores in combination with management software;

FIG. 3a is a block diagram illustrating various assist units
and processing cores without management software;

FIG. 354 is a block diagram illustrating an assist unit and
processing cores without management software;

FIG. 4 is a flow diagram illustrating steps that may be
performed to assign an assist unit to complete a processing
request; and

FIG. 5 is flow diagram illustrating a method that may be
performed for optimally selecting an assist unit to complete
a processing request.

While the invention is susceptible to various modifica-
tions and alternative forms, specifics have been shown by
way of example in the drawings and will be described in
detail below. It should be understood that the intention of the
detailed description is not to limit aspects of the invention to
the particular embodiments described. On the contrary, the
invention covers all modifications, equivalents, and alterna-
tives falling within the spirit and scope of the invention.

DETAILED DESCRIPTION

The following defined terms disclosed in this detailed
description shall apply, unless a different definition is given
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in the claims or elsewhere in this specification. As used in
this detailed description and the appended claims, the sin-
gular forms “a,” “an,” and “the” include the plural referents
unless the content clearly dictates otherwise. In addition, the
term “or” is generally employed in its sense including
“and/or” unless the content clearly dictates otherwise.

The following detailed description should be read with
reference to the drawings in which similar elements in
different drawings are numbered the same. The detailed
description and the drawings, which are not necessarily to
scale, depict illustrative embodiments and are not intended
to limit the scope of the invention. The illustrative embodi-
ments depicted are intended only as exemplary. Selected
features of any illustrative embodiment may be incorporated
into additional embodiments unless clearly stated to the
contrary. While the embodiments may be described in terms
of spatial orientation, the terminology used is not intended
to be limiting, but instead to provide a straightforward
description of the various embodiments.

The present disclosure is generally directed to methods,
apparatuses, and systems that allow a microprocessor to
optimally select a co-processor, referred to herein as an
assist unit, to reduce completion times for completing pro-
cessing requests to execute functions. The present disclosure
may include assist unit hardware, assist unit management
software, or a combination of the two to optimally select the
assist unit for completing a specific processing request. The
methods, apparatuses, and systems calculate times for com-
pleting the processing request for conventional means and
for assist units. The times are then compared to determine
the fastest time for completing a specific processing request.

Referring now to FIG. 1 illustrating a block diagram of a
prior art microprocessor 10 configuration having multiple
processing cores 12, multiple hardware threads 14, and
multiple assist units 16 to complete processing requests 18
and execute various functions on a computer. As shown,
each assist unit 16 may be assigned to a group of processing
cores 12 located on a central processing unit (“CPU”) 20
(e.g., chip). The CPU 20 may receive processing requests 18
by way of a system bus 22 operatively associated with an I/O
port 24, a timer 26, a Read-Only Memory (“ROM”) 28, a
Random-Access Memory (“RAM”) 30, and serial interface
32. In the prior art microprocessor 10, a processing request
18 for execution of a specific function (e.g., a memory copy
function) is received by the CPU 20 through system bus 22.
The CPU 20 assigns the processing request 18 to a process-
ing core 12 which then assigns the processing request 18 to
a hardware thread 14 to complete the processing request 18
and thereby execute the function (e.g., the memory copy
function) associated with the processing request 18. While
the hardware thread 14 is capable of completing the pro-
cessing request 18, the hardware thread 14 may determine if
an assist unit 16 is present and applicable to complete the
processing request 18 (i.e., accelerate execution of the
function associated with the processing request 18). If an
assist unit 16 is present and applicable, then the hardware
thread 18 will send the processing request 18 to the assist
unit 16. If the assist unit 16 is busy completing other
processing requests 18, then the assist unit 16 will place the
current (i.e., outstanding) processing request 18 in a queue
34. The assist unit 16 will then complete the antecedent
queued processing requests 18 before completing the newly
queued processing request 18. If no assist unit 16 is appli-
cable or present, then the hardware thread 18 will complete
the processing request 18 by executing code that completes
the associated function conventionally.
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In the prior art microprocessor 10 configuration shown in
FIG. 1, the hardware thread 14 (processing core 12) pro-
cessing the processing request 18 only checks for the
presence or absence of an assist unit 16—then, if an assist
unit 16 is present, the hardware thread 14 sends the pro-
cessing request 18 to the assist unit 16. However, the
microprocessor 10 configuration fails to adequately address
whether the assist unit 16 should be used to complete the
processing request 18 in the first place. More particularly,
while the assist unit 16 may accelerate execution of the
function and completion of the processing request 18, the
assist unit 16 may also delay the completion time of the
processing request 18 by delaying completion of the pro-
cessing requests 18. For example, if another processing
means (such as the original hardware thread 14 that initiated
the processing request 18 or another available hardware
thread 14 or a different assist unit 16) were available to
complete the processing request 18 faster—the assist unit 16
in FIG. 1 may have been delaying completion time by
queuing the current (outstanding) processing request 18 in
queue 34.

In order to adequately address whether an assist unit
should be used to complete a processing request, disclosed
herein are methods, apparatuses, and systems that allow a
microprocessor to optimally select an assist unit based on
various features related to completion times in order to
reduce the time it takes to execute a function (i.e., complete
the processing request). As will be discussed in more detail
herein, the present disclosure makes use of assist unit
hardware, assist unit management software, or a combina-
tion of the two to manage various features and determine
completion times in order to optimally select an assist unit.

Turning now to FIGS. 2a and 25, illustrating a micropro-
cessor 100 having assist units 116 and processing cores 112
in combination with management software 136. In such an
embodiment, a processing request 118 may be received by
the CPU 120 through system bus 122. The CPU 120 may
then assign the processing request 118 to a processing core
112 which then assigns the processing request 118 to a
hardware thread 114. Management software 136 may inter-
act with the hardware thread 114 (e.g., receive the process-
ing request 118) to determine and analyze various features in
order to optimally select an assist unit 116.

The various features may include the function type 138
and size 140 of the processing request 118. In some embodi-
ments, the function size 140 is known. In other embodi-
ments, the function size 140 may be unknown. When the
function size 140 is unknown, management software 136
may determine such by estimating the function size 140
based on similar function types 138 or from a database of
function sizes 140 associated with function types 138. Once
the function type 138 and function size 140 are established,
the management software 136 may determine if an assist
unit 116 is present and capable of completing the processing
request 118 based on the function type 138 and function size
140.

More specifically, if an assist unit 116 is present and
capable of completing the processing request 118, the man-
agement software 136 then begins to analyze whether the
assist unit 116 can complete the processing request 118
faster than the hardware thread 114, or, in some embodi-
ments, faster than another available assist unit 116. When the
assist unit 116 completion time is less than the hardware
thread 114 completion time (i.e., the conventional comple-
tion time), then the management system 136 may execute
code to complete the processing request 118 with assist unit
116. When the conventional completion time is less than the
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assist unit 116 completion time, then the management soft-
ware 136 may execute code to complete the processing
request 118 conventionally (i.e., with hardware thread 114
using conventional software).

As mentioned herein, in order to determine whether the
assist unit 116 completion time is faster than the conven-
tional completion time, the management software 136 ana-
lyzes various features and determines the utilization of the
assist unit 116. Broadly, the assist unit 116 completion time
may include the sum of completion times for one or more
active requests 142 (i.e., requests currently being processed
by the assist unit 116), one or more queued pending pro-
cessing requests 144, and the current processing request 146.
As shown in FIG. 25, the analyzed features may include a
queue 134 of pending processing requests 144 having a
function type 138 and function size 140 that are pending for
completion by the assist unit 116. The function size 140 may
be expressed by the number of processing steps. The fea-
tures also include time units per step (“TUPS”) values, such
as an assist unit TUPS value for each processing requests
118 including current processing request 146 and active
processing request 142. The TUPS values may also include
a conventional TUPS value related to the completion time
for the hardware thread 114 to complete the current pro-
cessing request 146 using conventional software. Additional
features may include an assist unit counter 152 for deter-
mining time units with the TUPS values. The assist unit
counter 152 may determine and track the time units for the
pending processing requests 144 in queue 134, the active
request 142 being actively processed by the assist unit 116,
the time units remaining for the active request 142 being
actively processed by the assist unit 116, and the time units
to complete the current processing request 146 with the
assist unit 116 (in isolation), as well as the time units to
complete the current processing request 110 with a conven-
tional means.

The management software 136 may initially analyze the
various features to determine the utilization of assist unit 116
by determining a completion time for pending processing
requests 144 in queue 134 with the assist unit 116. The
function type 138 and function size 140 must be established
to determine the completion time for the pending processing
requests 144. For example, the pending processing requests
144 in queue 134 may include the following three pending
processing requests 144:

REQ 1=[Greater_than_function, 17863]

REQ 2=[Memory_copy_function, 45892]

REQ 3=[Upper_case_character_function, 13589]

The three pending processing requests 144 each include a
function type 138 (i.e., Greater_than_function, Memory_co-
py_function, and Upper_case_character_function) and a
function size 140 (i.e., 17863, 45892, and 13589) associated
with each function type 138. The function sizes 140 may
represent the number of steps (also referred to as elements)
associated with each function type 138. Knowing the func-
tion type 138 and function size 140, the management system
136 may then use a linear model to determine the time units
for each processing request 118. In some embodiments, the
management system 136 may also use a polynomial model
to determine the time units for each processing request 118.
In determining the time units for each processing request
118, the management system 136 may maintain a table of
rates (i.e., TUPS values) or polynomial coefficients for each
function type 138. For example, the table of TUPS values for
the above example processing request may include a TUPS
value of 6 for the Greater_than_function, a TUPS value of
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3 for the Memory_copy_function, and a TUPS value of 8 for
the Upper_case_character_function.

Using the TUPS values, assist unit counter 152 then
determines and tracks the time units to complete the pending
processing requests 144. For example, the time units to
complete the pending processing requests 144 in queue 134
for the above example may be as follow:

Time Units REQ 1=17863x(TUPS value 6)

Time Units REQ 2=45892x(TUPS value 3)

Time Units REQ 3=13589x(TUPS value 8)

Accordingly, in the above example the Time Units REQ
1=107178, Time Units REQ 2=137676, and Time Units
REQ 3=108712. The management software 136 may then
calculate the total time units for pending processing requests
144 (REQ 1, REQ 2, and REQ3) by summing the times
units. For this example, the total time units for the pending
processing requests equals 353566 time units.

To calculate the remaining time for the active request 142,
the total function size 140 minus the completed steps (by the
assist unit 116) may be calculated and multiplied by the
TUPS value for the active request 142. For example, assume
the active request 142 is a Less_than_function and has a size
0t 38617 steps with a TUPS value of 6. In addition, assume
that 35617 steps of the total 38617 steps have already been
completed by the assist unit 116. The calculation then
becomes (TUPS value 6)x(38617-35617) which equals
18000 remaining time units for the active request 142. As
active request steps are completed, the remaining time may
be recalculated using the above equation. The time may be
tracked by hardware, such as the assist unit counter 152, or
by software in conjunction with the hardware.

While the remaining time units for the active assist
request 142 may be calculated using the above approach, the
remaining time units may also be calculated in other ways,
as would become apparent to a person having ordinary skill
in the art after reading the present disclosure. For example,
in some embodiments, the assist unit 116 could track the
remaining time directly by initializing the assist unit counter
152 with the total time units to complete the active request
and then decrementing the calculated time units by the
TUPS value of 6 as each step is completed. In other
embodiments, the assist unit counter 152 may only keep
track of the number of steps by initializing the assist unit
counter 152 with total function size (i.e., steps) and then
decrementing by 1 each time a step is completed. Manage-
ment software 136 or software imbedded in the micropro-
cessor 100 may then calculate the remaining time units for
the active request 142 by multiplying the number of steps
remaining by the TUPS value. Yet, in other embodiments,
software may track the issue time (also referred to as start
time) of the active request 142 and then subtract elapsed
time from the total time needed to complete the active
request 142.

Having determined the remaining time units for the active
request 142 and the pending request 144, the management
software 136 in conjunction with the assist unit counter 152
may determine the time units for the assist unit 116 to
complete the current request 146 (i.e., the outstanding pro-
cessing request 118) in isolation (e.g., as if the assist unit 116
could immediately start processing the current request 146),
as well as the time units for the conventional means to
complete the current request 146. Similar to the calculations
described above, in order to calculate the respective time
units for the assist unit 116 and the conventional means, the
TUPS value for the assist unit 116 for the current request 146
may be multiplied by the function size 140 of the current
request 146 the and the TUPS value for the conventional
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means for the current request 146 may be multiplied by the
function size 140 of the current request 146. For example,
assume that the current request 146 is a Lower_case_func-
tion having a function size 140 of 8000. Also, assume that
the TUPS value for the conventional means is 60 and the
TUPS value for the assist unit 116 is 10 (i.e., the assist unit
116 is capable of accelerating the Lower_case_function by
6x (60/10)). The time units for the assist unit 116 are
calculated by multiplying the function size 140 of 8000 by
the TUPS value of 10 which equals 80000 time units to
complete the current request 146 in isolation (i.e., with no
wait time) with the assist unit 116. The time units for the
conventional means is calculated by multiplying the func-
tion size 140 of 8000 by the TUPS value of 60 which equals
480000 time units to complete the current request 146 with
the conventional means.

Knowing the time units for the assist unit 116, including:

(1) the time units for the assist unit 116 to complete the
pending requests 144;

(2) the remaining time units for the assist unit 116 to
complete the active request 142; and

(3) the time units for the assist unit 116 to complete the
current request 146 in isolation—the management software
136 can sum the total times units to complete the current
request 146 with the assist unit 116. The management
software may then compare the summed total for the assist
unit 116 to the time units for the conventional means to
complete the current request 146 in order to optimally select
the assist unit 116 to complete the current request 146 or
allow the conventional means to complete the current
request 146.

Continuing with the above examples, the total time units
to complete the current request 146 with the assist unit
equals the pending request 144 total time units of 353566
plus the remaining time units for the active request 142 of
18000 plus the time units to complete current request 146
with the assist unit 16 of 80000 which equals 451566.
Comparing the total time units of 451566 to conventional
time units of 480000, the management system 136 sclects
the assist unit 116 to complete the current request 146 the
fastest and accordingly queues current request 146 in queue
134. If the total time units for the assist unit 116 were greater
than the conventional means time units, then the manage-
ment software 136 would have sent the current request 146
back to hardware thread 114 for conventional processing. In
determining whether to select the assist unit 116 for comple-
tion of the current processing request 146, the management
software 136 may implement the following code, for
example:

// Arrived at a point where an assist unit may be used

if (this_system_has_an_assist_unit_for_this_function) {

// New system—has an assist unit

Calculate Time_units_assist_unit;

Calculate Time_units_conventional _means;

if
(Time_units_assist_unit<Time_units_conventional_means)
{

execute_code_that_leverages_assist_unit;

}

else {

// New system but not worth using assist unit now

execute_code that_performs_the_function_convention-
ally;

}

else {
// Old system—has no assist unit
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execute_code_that_performs_the_function_convention-
ally;

}

Turning now to FIGS. 3a and 35, a block diagram having
various assist units 116 and processing cores 112 without
management software 136 is illustrated. In such an embodi-
ment, a processing request 118 may be received by the CPU
120 through system bus 122. The CPU 120 may then assign
the processing request 118 to a processing core 112 which
then assigns the processing request 118 to a hardware thread
114. The hardware thread 114 may then check to see if an
assist unit 116 is present and capable of completing the
processing request 118. Alternatively, the processing core
112 may check to see if an assist unit 116 is present and
capable of completing the processing request 118 before
sending the processing request 118 to hardware thread 114.
If an assist unit 116 is present and capable of completing the
processing request 118, the assist unit 116 begins to analyze
whether it can complete the processing request 118 faster
than the hardware thread 114. When the assist unit 116
completion time is less than the hardware thread 114
completion time then the assist unit 116 queues the process-
ing request 118 in queue 134 for completion. When the
conventional completion time is less than the assist unit 116
completion time then the assist unit 116 returns the process-
ing request 118 to the hardware thread 114 for completion.

As shown in FIG. 35, in order to determine whether the
assist unit 116 completion time is faster than the conven-
tional completion time, the assist unit 116 in combination
with hardware and/or software analyzes various features and
determines the utilization of assist unit 116. As shown in
FIG. 354, and similar to those described above, such features
may include a queue 134 of pending processing requests 144
having a function type 138 and function size 140 that are
pending to be completed by the assist unit 116. The features
also include a TUPS value (or polynomial coefficients) for
each processing requests 118 including current processing
request 146 and active processing request 142. The TUPS
values may also include a conventional TUPS value related
to the completion time for the hardware thread 114 to
complete the current processing request 146 using conven-
tional software. The features may also include assist unit
counter 152 for determining time units with TUPS values.
The assist unit counter 152 tracks time related to the current
processing request 146, pending processing requests 144,
and the active processing request 142.

Using such features and components the assist unit 116
determines the time units, including the time units for the
pending request 144, the remaining time units for the active
request 142, the time units for the assist unit 116 to complete
the current request 146 in isolation, and the time units for the
conventional means to complete the current request 146. The
assist unit 116 in combination with software may then sum
the total times units to complete the current request 146 and
then compare the summed total to the time units for the
conventional means and thereby optimally select the assist
unit 116 to complete the current request 146 or allow the
conventional means to complete the current request 146.

FIG. 4 shows one possible flow diagram illustrating steps
that may be performed to assign an assist unit 116 to
complete a processing request 118 using management soft-
ware 136 or using the assist unit 116 without the manage-
ment software 136. As shown, hardware thread 114 sends a
processing request 118 to the management software 136 to
determine if an assist unit 116 is present. The hardware
thread 114 may determine if an assist unit 116 is present by
using hardware and software imbedded on the CPU 120. If
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the assist unit 116 is not present, the processing request 118
is returned to the hardware thread 114 to be completed
conventionally. If an assist unit 116 is present, the comple-
tion time for the assist unit 116 and conventional means is
calculated using TUPS values. If the assist unit 116 comple-
tion time is faster than the conventional means then the
processing request 118 is enqueued or completed by the
assist unit 116. When the conventional means completion
time is faster than the assist unit 116 completion time then
the processing request 118 is returned to the hardware thread
114 to be completed conventionally. Accordingly, the dis-
closed methods, apparatuses, and systems may be used to
extend the completion of processing request 118 to more
than two choices, and work with different tables of TUPS
values for different implementations.

Turning now to FIG. 5 showing a flow diagram illustrat-
ing method 200 that may be performed for optimally select-
ing an assist unit to complete a processing request. In one
aspect, method 200 may include receiving 202 at least one
processing request on a microprocessor having multiple
processing cores and at least one assist unit, and determining
204 a function type and function size for the at least one
processing request. Method 200 further includes finding 206
an available assist unit based on the function type and
function size, and assigning 208 the at least one processing
request to the available assist unit. Method 200 includes
calculating 210 an assist unit completion time to complete
the at least one processing request with the available assist
unit. In some embodiments, method 200 also includes
finding 212 an available processing core; calculating 214 a
conventional completion time to complete the at least one
processing request with the available processing core; des-
ignating 216 the available assist unit to complete the at least
one processing request if the assist unit completion time is
less than the conventional completion time; and designating
218 the available processing core to complete the at least one
processing request if the assist unit completion time is
greater than the conventional completion time.

It will be readily appreciated that many deviations may be
made from the specific embodiments disclosed in the speci-
fication without departing from the spirit and scope of the
invention. It is to be understood that not all components,
modules, and the like of the microprocessor 100 have been
shown in the figures in the interest of clarity. Furthermore,
the process flow diagrams of FIGS. 4 and 5 have merely
been provided as examples of process flows for optimally
selecting an assist unit 116. Still further, while only four
assist units 116 have been shown in FIGS. 2a and 35, it is
to be understood that the present teachings apply to other
arrangements of any number of assist units 116 and pro-
cessing cores 112. In addition, embodiments disclosed
herein can be implemented as one or more computer pro-
gram products, i.e., one or more modules of computer
program instructions encoded on a computer-readable
medium for execution by, or to control the operation of, data
processing apparatus (processors, cores, etc.). The com-
puter-readable medium can be a machine-readable storage
device, a machine-readable storage substrate, a memory
device, a composition of matter affecting a machine-read-
able propagated signal, or a combination of one or more of
them. In addition to hardware, code that creates an execution
environment for the computer program in question may be
provided, e.g., code that constitutes processor firmware, a
protocol stack, a database management system, an operating
system, or a combination of one or more of them.

A computer program (also known as a program, software,
software application, script, or code) used to provide the
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functionality related to microprocessor 100 and described
herein can be written in any form of programming language,
including compiled or interpreted languages, and it can be
deployed in any form, including as a stand-alone program or
as a module, component, subroutine, or other unit suitable
for use in a computing environment. A computer program
does not necessarily correspond to a file in a file system. A
program can be stored in a portion of a file that holds other
programs or data (e.g., one or more scripts stored in a
markup language document), in a single file dedicated to the
program in question, or in multiple coordinated files (e.g.,
files that store one or more modules, sub-programs, or
portions of code). A computer program can be deployed to
be executed on one computer or on multiple computers that
are located at one site or distributed across multiple sites and
interconnected by a communication network.

The processes and logic flows described in this specifi-
cation can be performed by one or more programmable
processors executing one or more computer programs to
perform functions by operating on input data and generating
output. The processes and logic flows can also be performed
by, and apparatus can also be implemented as, special
purpose logic circuitry, e.g., an FPGA (field programmable
gate array) or an ASIC (application-specific integrated cir-
cuit). Processors suitable for the execution of a computer
program may include, by way of example, both general and
special purpose microprocessors, and any one or more
processors of any kind of digital computer. Generally, a
processor will receive instructions and data from a read-only
memory or a random access memory or both. Generally, the
elements of a computer are one or more processors for
performing instructions and one or more memory devices
for storing instructions and data. The techniques described
herein may be implemented by a computer system config-
ured to provide the functionality described. Furthermore, the
flow diagrams disclosed herein have merely been presented
as examples of manners in which the present teachings can
be implemented and do not in all cases necessarily require
all the disclosed steps and/or the particular order in which
the steps have been presented.

In different embodiments, distributed computing environ-
ment may include one or more of various types of devices,
including, but not limited to a personal computer system,
desktop computer, laptop, notebook, or netbook computer,
mainframe computer system, handheld computer, worksta-
tion, network computer, application server, storage device, a
consumer electronics device such as a camera, camcorder,
set top box, mobile device, video game console, handheld
video game device, a peripheral device such as a switch,
modem, router, or, in general, any type of computing or
electronic device.

Typically, a computer will also include, or be operatively
coupled to receive data from or transfer data to, or both, one
or more mass storage devices for storing data, e.g., mag-
netic, magneto-optical disks, or optical disks. However, a
computer need not have such devices. Moreover, a computer
can be embedded in another device, e.g., a mobile telephone,
a personal digital assistant (PDA), a mobile audio player, a
Global Positioning System (GPS) receiver, a digital camera,
to name just a few. Computer-readable media suitable for
storing computer program instructions and data include all
forms of non-volatile memory, media and memory devices,
including by way of example semiconductor memory
devices, e.g., EPROM, EEPROM, and flash memory
devices; magnetic disks, e.g., internal hard disks or remov-
able disks; magneto-optical disks; and CD-ROM and DVD-
ROM disks. The processor and the memory can be supple-
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mented by, or incorporated in, special purpose logic
circuitry. To provide for interaction with a user, embodi-
ments of the subject matter described in this specification
can be implemented on a computer having a display device,
e.g., a CRT (cathode ray tube) or LCD (liquid crystal
display) monitor, for displaying information to the user and
a keyboard and a pointing device, e.g., a mouse or a
trackball, by which the user can provide input to the com-
puter. Other kinds of devices can be used to provide for
interaction with a user as well; for example, feedback
provided to the user can be any form of sensory feedback,
e.g., visual feedback, auditory feedback, or tactile feedback;
and input from the user can be received in any form,
including acoustic, speech, or tactile input.

While this disclosure contains many specifics, these
should not be construed as limitations on the scope of the
disclosure or of what may be claimed, but rather as descrip-
tions of features specific to particular embodiments of the
disclosure. Certain features that are described in this speci-
fication in the context of separate embodiments can also be
implemented in combination in a single embodiment. Con-
versely, various features that are described in the context of
a single embodiment can also be implemented in multiple
embodiments separately or in any suitable subcombination.
Moreover, although features may be described above as
acting in certain combinations and even initially claimed as
such, one or more features from a claimed combination can
in some cases be excised from the combination, and the
claimed combination may be directed to a subcombination
or variation of a subcombination.

Similarly, while operations are depicted in the drawings in
a particular order, this should not be understood as requiring
that such operations be performed in the particular order
shown or in sequential order, or that all illustrated operations
be performed, to achieve desirable results. In certain cir-
cumstances, multitasking and/or parallel processing may be
advantageous. Moreover, the separation of various system
components in the embodiments described above should not
be understood as requiring such separation in all embodi-
ments, and it should be understood that the described
program components and systems can generally be inte-
grated together in a single software and/or hardware product
or packaged into multiple software and/or hardware prod-
ucts.

We claim:

1. A method for optimally selecting an assist unit to
reduce completion times for completing requests to execute
functions, comprising:

receiving, with a microprocessor, at least one processing

request to execute a function with at least one assist unit
operatively associated with the microprocessor;
determining, in response to the receiving, an assist unit
completion time for completing the at least one pro-
cessing request with the at least one assist unit;
determining a hardware thread completion time for com-
pleting the at least one processing request with at least
one hardware thread operatively associated with the
MiCroprocessor;
completing the at least one processing request with the at
least one assist unit when the assist unit completion
time is less than the hardware thread completion time;
completing the at least one processing request with
another available assist unit when another available
assist unit completion time for completing the at least
one processing request with the another available assist
unit is less than the assist unit completion time; and
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completing the at least one processing request with the at
least one hardware thread when the hardware thread
completion time is less than the assist unit completion
time.

2. The method of claim 1, wherein the step of determining
the assist unit completion time for completing the at least
one processing request comprises analyzing a utilization of
the at least one assist unit.

3. The method of claim 2, wherein analyzing the utiliza-
tion of the at least one assist unit includes:

determining a queued assist unit completion time for

completing one or more pending requests in a queue of
requests with the at least one assist unit;

determining a current assist unit completion time for

completing the at least one processing request with the
at least one assist unit; and

summing the queued assist unit completion time and the

current assist unit completion time to obtain a total
assist unit completion time.

4. The method of claim 3, wherein analyzing the utiliza-
tion of the at least one assist unit further includes determin-
ing a remaining completion time for an active request being
processed with the at least one assist unit.

5. The method of claim 3, further comprising removing
completed requests from the queue.

6. The method of claim 1, wherein determining the assist
unit completion time for the at least one processing request
comprises maintaining a counter that tracks time units for
completing one or more pending requests in a queue of
requests with the at least one assist unit.

7. The method of claim 1, wherein determining the
completion time for completing the at least one processing
request with the at least one hardware thread comprises
tracking a utilization of the at least one hardware thread.

8. The method of claim 1, wherein determining the assist
unit completion time for the at least one processing request
comprises recognizing a function type and function size for
the at least one processing request and associating time units
to the at least one processing request based on the function
type and the function size.

9. A method for optimally selecting an assist unit to
reduce completion times for processing requests to execute
functions, comprising:

receiving at least one processing request on a micropro-

cessor having multiple processing cores and at least one
assist unit;

determining a function type and function size for the at

least one processing request;

finding an available assist unit based on the function type

and function size;

calculating an assist unit completion time to complete the

at least one processing request with the available assist
unit;
finding an available processing core;
calculating a completion time to complete the at least one
processing request with the available processing core;

designating the available assist unit to complete the at
least one processing request when the assist unit
completion time is less than the conventional comple-
tion time; and

designating the available processing core to complete the

at least one processing request when the assist unit
completion time is greater than the completion time for
completing the at least one processing request with the
available processing core.

10. The method of claim 9, wherein calculating the assist
unit completion time to complete the at least one processing
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request with the available assist unit comprises determining
a time unit using a linear equation based on the function type
and the function size of the at least one processing request.

11. The method of claim 9, wherein calculating the assist
unit completion time to complete the at least one processing
request with the available assist unit comprises determining
a time unit using a polynomial equation based on the
function type and the function size of the at least one
processing request.

12. The method of claim 9, wherein determining the
function type and the function size for the at least one
processing request comprises estimating the function type
and the function size.

13. A system for optimally selecting an assist unit to
reduce completion times for processing requests to execute
functions, comprising:

management software, encoded on a non-transitory com-

puter-readable medium, in communication with a plu-
rality of processing cores and at least one assist unit,
wherein the management software manages processing
requests and wherein the management software is con-
figured to:

determine a function type and function size for an out-

standing processing request;

locate at least one available assist unit to complete the

outstanding processing request; wherein the manage-
ment software locates the at least one available assist
unit by selecting the available assist unit based on the
function type and function size for the outstanding
processing request;

calculate an assist unit completion time for the outstand-

ing processing request;
calculate a completion time for completing the outstand-
ing processing request without the assist unit;

compare the completion time for completing the outstand-
ing processing request without the assist unit to the
assist unit completion time for the outstanding process-
ing request;
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assign the outstanding processing request to the available
assist unit when the assist unit completion time is less
than the completion time for completing the outstand-
ing processing request without the assist unit; and

assign the outstanding processing request to an available
processing core when the assist unit completion time is
greater than the completion time for completing the
outstanding processing request without the assist unit.

14. The system of claim 13, wherein the management
software compiles a list of at least one pending processing
request that has not been completed and a list of at least one
active processing request that is actively being processed by
the available assist unit.

15. The system of claim 14, wherein determining the
assist completion time for the at least one pending process-
ing request comprises calculating a total assist unit comple-
tion time, wherein the total assist unit completion time
comprises:

a remaining assist unit completion time for completing the
at least one active request by the available assist unit,
and

a pending assist unit completion time for completing the
at least one pending processing request by the available
assist unit.

16. The system of claim 13, wherein the processing
requests have function types and function sizes and the
management software calculates the assist unit completion
time and the completion time for completing the outstanding
processing request without the assist unit based on the
function types and the function sizes.

17. The system of claim 13, wherein the management
software is compatible with existing software used by the
plurality of processing cores.

18. The system of claim 13, wherein the management
software comprises a counter that tracks the assist unit
completion time and the completion time for completing the
outstanding processing request without the assist unit.
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